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ABSTRACT
The Universal Variability Language (UVL) was developed as a
community-driven effort to create a simple yet extensible language
for feature modeling, promoting tool interoperability within the
software product line community. Although UVL is supported
by several tools like FeatureIDE, Flamapy, and Pure::variants, it
currently lacks direct support for web environments. To address
this, we introduce a JavaScript-based UVL parser built with the
ANTLR framework. This parser makes UVL models accessible di-
rectly within browser-based environments, eliminating the need
for extra installations and enhancing UVL’s usability for web-based
tools. Furthermore, the parser can be used in back-end environ-
ments with JavaScript runtime environments such as Node.js. The
parser has been successfully tested with more than 1,000 UVL mod-
els available on UVLHub and supports various UVL language levels
and conversion strategies. We demonstrate its integration through
two use cases: UVLHub, a public repository for UVL models de-
veloped using open science principles, and an application lifecycle
management tool for software product lines. This JavaScript UVL
parser is the first of its kind, unlocking new possibilities for web
and JavaScript applications to take advantage of the advancements
in UVL technology.

CCS CONCEPTS
• Software and its engineering → Software product lines;
Reusability; Software libraries and repositories; Abstraction,
Modeling and Modularity; Context specific languages.
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1 INTRODUCTION
The Universal Variability Language (UVL), a textual notation for
variability models, was recently developed due to community effort
[2]. The MODEVAR initiative [1] aims to achieve widespread adop-
tion of a single language (UVL), as the variety of languages available
limits tool interoperability [6]. To support this, the UVL parser [10]
introduces an extension mechanism designed to handle different
levels of complexity. It includes two main components: language
levels, which define a simple core language with optional and more
complex extensions, and conversion strategies that allow tools to
translate between these levels. These strategies replace complex
constructs with simpler and semantically equivalent expressions,
enabling better tool interoperability. The parser allows tool devel-
opers to select the language level they support while automatically
converting unsupported features.

JavaScript is a dynamic, high-level programming language that
has become crucial for modernweb development. Its primary role as
a web application language is to allow developers to design respon-
sive and interactive user interfaces directly within the browser. Its
flexibility extends far beyond scripting on the client side. JavaScript
has evolved into a powerful platform for server-side development,
supporting a whole ecosystem of server-side components, espe-
cially with the introduction of runtime environments like Node.js.
This includes frameworks for building services, REST APIs, and
full-fledged back-ends. Because of its seamless integration with
HTML and CSS, JavaScript is widely used and indispensable for cre-
ating intricate, feature-rich web applications that work on various
platforms.

In this work, we enhance UVL’s accessibility for web platforms
by introducing a JavaScript-based parser for the language. Using
JavaScript’s widespread adoption and client-side runtime capabili-
ties, the parser makes UVL accessible in web-based environments
without requiring additional tooling or installations. This facilitates
more straightforward integration with current web technologies
and encourages wider adoption of UVL by enabling developers to
process and work with variability models within web applications.
The parser also supports UVL’s language levels and conversion
strategies to ensure compatibility with different toolchains.

Listing 1 shows an example in UVL format of a feature model
to obtain different smartwatch configurations. There are two main
blocks: features and constraints. Thanks to the indentations, we can
create blocks that group the features under a common hierarchy. For

1
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example, in the mandatory block, at the first level of indentation,
there are the features screen and energy management. In turn,
the feature screen is of the alternative type, i.e., there is a choice
between two types of screen: touch or standard. The constraints
block allows the definition of restrictions between features, using
the features’ identifiers as a reference.

Listing 1: Feature model example in UVL
1 namespace smartwatch
2
3 features
4 smartwatch
5 mandatory
6 screen
7 alternative
8 touch
9 standard
10 "energy management"
11 alternative
12 basic
13 "advanced solar"
14 optional
15 payment
16 gps
17 "sports tracking"
18 or
19 running
20 skiing
21 hiking
22
23 constraints
24 !( payment & standard)
25 "sports tracking" => gps

2 JAVASCRIPT PARSER FOR UVL
The UVL Parser [10] for Python and Java has already been published
in a GitHub repository1. The repository encourages community
collaboration by accepting contributions in other languages imple-
menting UVL parsing. ANTLR is the foundation for the grammar
parsing [7]. Our work involved adding new definitions to the base
grammar already established for other languages in the repository,
specifically incorporating elements such as opening and closing
parentheses and brackets, considering the different features’ depth.
We then used the ANTLR4 JavaScript generator to generate the
corresponding JavaScript classes based on UVL grammar automati-
cally. These classes produce interfaces programmers can implement
to process, read, and export the Abstract Syntax Tree (AST) from
any UVL feature model definition. The parser initially passed 70%
of the UVLs when we first tested it with all UVLs available on UVL-
Hub. The errors were not due to our parser but rather the improper
use of quotation marks in certain UVLs. We informed the UVLHub
administrators so they could correct the issue. After they resolved
it, we revalidated our parser with all UVLs from UVLHub, and it
successfully passed their 1,515 feature models.

1 import { FeatureModel } from 'uvl -parser ';
2 const featureModel = new FeatureModel('

example.uvl');
3 const tree = featureModel.getFeatureModel ();

Listing 2: Example usage of JavaScript UVL Parser
1https://github.com/Universal-Variability-Language/uvl-parser

Listing 2 demonstrates a basic usage example. The process begins
by importing the FeatureModel class. Next, an instance of the
class is created, with the UVL file location passed as an argument
to the constructor. The location of the UVL file is provided as an
argument to the constructor, which creates an instance of the class.
The constructor will directly parse the input text if the file is not
found at the specified path. In this case, it will treat the parameter
as if the UVL were provided in plain text rather than as a file path.
The method getFeatureModel() within the FeatureModel class
parses the UVL file into an AST. An error is raised if the file does
not conform to the UVL grammar.

To further enhance the usability of this new parser, it has been
added to the standard package manager for Node.js: the npm reg-
istry 2. This allows developers to easily include the library as a
dependency on their existing Node.js projects.

3 INTEGRATION INTOWEB-BASED TOOLS
We integrated the parser into two distinct tools: UVLHub and
SPLALM. The following sections describe these integrations.

3.1 UVLHub, an Online Repository for UVL
Models

UVLHub is a repository for feature models in UVL format [9]. It
adheres to open science principles, promoting the dissemination
and sharing of knowledge [8]. The repository is integrated with
Zenodo 3 to ensure the permanent storage of the models. This in-
tegration enables each model to receive a Digital Object Identifier
(DOI) for easy citation. UVLHub also provides an REST API, al-
lowing programmatic access to the models and facilitating their
integration into other analysis tools. By unifying and standardizing
access to feature models, UVLHub contributes to open science. It
promotes transparency and replicability in software engineering
variability research, enabling researchers to access and share data
effectively.

Figure 1 shows the integration of uvl-parser with UVLHub. The
uvl-parser package is available through the Node.js NPM manager.
UVLHubmaintains a package logwithin its package.json file, includ-
ing the uvl-parser package. Due to the modular architecture of UVL-
Hub, eachmodule specifies how its JavaScript scripts should be com-
piled using Webpack. Webpack is a module bundler for JavaScript
that combines and optimizes code files and resources—such as CSS,
images, and scripts—into one or more files [3]. This process en-
hances development efficiency and improves the performance of
web applications.

The parser integration with the actual JavaScript code has been
done thanks to the snippet shown in Listing 2. The integration
occurs on the client side to optimize resources. Whenever a UVL
file is uploaded, the system parses its content. If any syntax errors
are detected, they are displayed in the interface, and the upload
is canceled. This parser ensures that invalid UVL models are not
uploaded. Figure 2 shows the visual interface of UVLHub and the
error message that the uvl-parser throws when trying to upload

2https://npmjs.com/package/uvl-parser
3https://zenodo.org/
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Figure 1: Integration of the UVL parser into UVLHub ecosys-
tem

Figure 2: Integration of the UVL parser into UVLHub graphic
interface

a UVL model with syntactical errors. This integration is already
available in the production version of UVLHub 4.

3.2 SPLALM, a Web-based PLE Factory
SPLALM [4] is an application lifecycle management tool designed
for software product lines. SPLALM enables users to manage multi-
ple software product lines, each characterized by its feature model
in UVL and a collection of source code assets. Within SPLALM,
users can also maintain a portfolio of products, with each product
having its configuration and associated source code. SPLALM uses
GitLab as a version control repository for product source code and
product line assets. It implements a Git branching model to track
configuration history effectively. SPLALM uses spl-js-engine [5],
a JavaScript library created to produce source code for finished
products using an annotative approach. This is accomplished by
combining a product specification, a feature model for a product
line, and annotated code. Spl-js-engine verifies the product specifi-
cation against the feature model before producing the code.

4https://www.uvlhub.io

Ad-Hoc
UVL Parser Feature IDE Parser

PRODUCT DERIVATION

APPLICATION ENGINEERING

Gitlab

SPL-JS-EngineProduct Builder

PLE factory configurator

Figure 3: Architecture of SPLALM product derivation before
UVL parser changes

PRODUCT DERIVATION

APPLICATION ENGINEERING

Gitlab

SPL-JS-EngineProduct Builder

PLE factory configurator

JavaScript
UVL Parser Feature IDE Parser

Figure 4: Architecture of SPLALM product derivation after
UVL parser changes

In SPLALM, the product derivation component plays a critical
role in managing and generating software products based on de-
fined feature models. When providing a feature model for the SPL,
SPLALM accepts both FeatureIDE files and UVL files. However,
the product derivation component relied on a custom, ad-hoc UVL
parser because the official UVL parser did not support JavaScript.
Moreover, the component had to convert UVL files into the Fea-
tureIDE language because it was the only format accepted by the
spl-js-engine for code generation, as shown in Figure 3.

The introduction of a new, integrated JavaScript UVL parser
marked a significant improvement. As shown in Figure 4, the ad-
hoc UVL parser was removed, and the new JavaScript UVL parser
was directly integrated into the spl-js-engine derivation engine.
This integration allowed the derivation engine to autonomously de-
termine which parser to use based on the input file format, whether
FeatureIDE or UVL. As a result, the engine can now directly gen-
erate the Abstract Syntax Tree (AST) from the input, improving
the process of producing the final source code for the required
products. This transition from a standalone ad-hoc UVL parser to
an integrated parser within the derivation engine yielded several

3
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advantages. It eliminated an unnecessary processing step, reduc-
ing dependencies on external components. By integrating the UVL
parser, the overall performance and simplicity of SPLAM were sig-
nificantly improved. This change not only simplifies maintenance
but also alleviates some technical debt. Figure 4 shows a screenshot
of the Graphical User Interface of the UVL editor in SPLALM, which
UVL.js supports.

Figure 5: SPLALM Graphical User Interface: UVL editor

4 CONCLUSIONS AND FUTUREWORK
In this paper, we improved the accessibility and usability of the
Universal Variability Language (UVL) in web-based environments
by introducing a parser for UVL based on JavaScript. We show-
cased the parser’s seamless integration into two web-based tools,
utilizing JavaScript’s widespread application in web development
to encourage broader UVL adoption without requiring extra soft-
ware installations. The parser supports UVL’s language levels and
conversion strategies, ensuring interoperability across different
toolchains.

For future work, we propose developing more complex libraries
around the parser to expand its capabilities and utility in diverse
applications.

MATERIAL
We provide the code related to the paper. You can find the JavaScript
version of the parser at this link: https://github.com/Universal-
Variability-Language/uvl-parser, and the UVLHub code for inte-
gration at https://github.com/diverso-lab/uvlhub.
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